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Abstract. This paper describes the design of an artificial life simulator.
The simulator uses a genetic algorithm to evolve a population of neural
networks to solve a presented set of problems. The simulator has been
designed to facilitate experimentation in combining different forms of
learning (evolutionary algorithms and neural networks). We present re-
sults obtained in simulations designed to examine the effect of individual
life—time learning on the population’s performance as a whole.

1 Introduction

Genetic algorithms have long been used as an efficient approach to solution
optimisation[1]. Based on a Darwinian evolutionary scheme, potential solutions
are mapped to genetic codes which, in the case of the canonical genetic algorithm,
are represented by bit patterns. Each of these solutions is tested for validity and
a portion are selected to be combined to create the next generation of solutions.
Using this mechanism in a iterative manner, the approach has been shown to
solve a variety of problems[2].

Artificial neural networks are a method of machine learning based on the bio-
logical structure of the nervous systems of living organisms. A neural network is
composed of nodes and interconnecting links with associated adjustable weights
which are modified to alter a network’s response to outside stimuli. Through a
process of training, a neural network’s error can be iteratively reduced to improve
the network’s accuracy.

The focus of this paper is on the design and development of an artificial life
simulator which combines both genetic algorithm and neural network techniques.
An initial set of experiments is also presented, which examines the relationship
between life~time learning and increased population fitness.

The next section discusses in more detail some limitations of genetic algo-
rithms and neural networks when used in isolation and presents some of the
successful work which has been carried out using a combination of the two ap-
proaches. Section 3 presents the simulator’s architecture, including the encoding
mechanism employed and Section 4 outlines the initial experiments carried out
with the simulator.



2 Related Work

While the individual use of genetic algorithms and neural networks has been
shown to be successful in the past, there are disadvantages associated with both
approaches. The learning algorithm employed by neural network implementa-
tions is frequently based on back propagation or a similar gradient descent tech-
nique employed to alter weighting values. These algorithms are liable to become
trapped in local maxima and in addition, it is difficult to foresee a neural network
architecture design to solve a given problem][3, 4].

Genetic algorithms may also become trapped in local maxima and, further-
more, they require that potential solutions to a given problem be mapped to
genetic codes. Not all problems are readily converted to such a scheme[1].

The combination of neural networks and genetic algorithms originally stemmed
from the desire to generate neural network architectures in an automated fashion
using genetic algorithms[5, 6]. The advantage of this approach is that neural net-
works can be selected according to a variety of criteria such as number of nodes,
links and overall accuracy. The neural network component, on the other hand,
provides computational functionality at an individual level within the genetic
algorithm’s population. The combination of genetic algorithms and neural net-
works has since been proven successful in a variety of problem domains ranging
from the study of language evolution[7] to games[8].

3 Simulator Architecture

The architecture of the simulator is based on a hierarchical model (figure 1).
Data propagates from the simulator’s interface down to the simulator’s lowest
level. The neural network and genetic algorithm layers generate results which
are then fed back up to the simulator’s highest level.
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Fig. 1. Simulator Architecture




3.1 Command Interpreter Layer

The command interpreter is used to receive input from users in order to set
all variables used by the simulator. The interpreter supports the use of scripts,
allowing users to store parameter information for any number of experiments.

3.2 Neural Network Layer

The neural network layer generates a number of networks using variables set
by the command interpreter and initialises these in a random fashion. Once
initialisation is complete, the network layer contains a number of neural networks
ready to be trained or tested.

Training Several algorithms exist to alter the network’s response to input so as
to arrive at the correct output. In this system, the back propagation algorithm is
used. Error reduction is achieved by altering the value of the weights associated
with links connecting the nodes of the network. Each exposure to input and
subsequent weight altering is known as a training cycle.

Testing Testing allows the simulator to ascertain how well each network solves
a given problem. The output for each network is used by the selection process
in the genetic algorithm layer.

3.3 Encoding and Decoding Layers

To perform genetic algorithm tasks, the neural network structures must be con-
verted into gene codes on which the genetic algorithm will perform its operations.
This conversion is carried out by the encoding layer. Once the genetic algorithm
has generated the next generation, the decoding layer converts each gene code
back to a neural network structure to be trained and tested. The encoding and
decoding layers follow the scheme outlined in Section 3.5.

3.4 Genetic Algorithm Layer

The genetic algorithm layers is responsible for the creation of successive gener-
ations and employs three operators: selection, crossover and mutation.

Selection The selection process employed uses linear based fitness ranking to
assign scores to each individual in the population and roulette wheel selection
to generate the intermediate population.



Crossover As a result of the chosen encoding scheme, crossover may not operate
at the bit level as this could result in the generation of invalid gene codes.
Therefore, the crossover points are restricted to specific intervals — only whole
node or link values may be crossed over.

Two—point crossover is employed in this implementation. Once crossover
points are selected, the gene portions are swapped. The connections within each
portion remain intact, but it is necessary to adjust the connections on either
side of the portion to successfully integrate it into the existing gene code. This
is achieved by using node labels for each node in the network. These labels are
used to identify individual nodes and to indicate the location of interconnections.
Once the portion is inserted, all interconnecting links within the whole gene code
are examined. If any links are now pointing to non—existing nodes, the link is
changed to point to the nearest labelled node.

Mutation The mutation operator introduces additional noise into the genetic
algorithm process thereby allowing potentially useful and unexplored regions
of problem space to be probed. The mutation operator usually functions by
making alterations on the gene code itself, most typically by altering specific
values randomly selected from the entire gene code. In this implementation,
weight mutation is employed. The operator takes a weight value and modifies it
according to a random percentage in the range -200% — +200%.

3.5 Encoding and Decoding Schemes

Before the encoding and decoding layers can perform their respective tasks, it is
necessary to arrive at a suitable encoding scheme. Many schemes were consid-
ered in preparation of these experiments, prioritising flexibility, scalability, diffi-
culty and efficiency. These included Connectionist Encoding[6], Node Based En-
coding[9], Graph Based Encoding[10], Layer Based Encoding[11], Marker Based
Encoding[8], Matrix Re—writing[12, 13], Cellular Encoding[14], Weight—based en-
coding[3, 4] and Architecture encoding[15].

The scheme chosen is based on Marker Based Encoding which allows any
number of nodes and interconnecting links for each network giving a large num-
ber of possible neural network permutations.

Marker based encoding represents neural network elements (nodes and links)
in a binary string. Each element is separated by a marker to allow the decoding
mechanism to distinguish between the different types of element and therefore
deduce interconnections[12, 13].

In this implementation, a marker is given for every node in a network. Fol-
lowing the node marker, the node’s details are stored in sequential order on the
bit string. This includes the node’s label and its threshold value. Immediately
following the node’s details, is another marker which indicates the start of one
or more node—weight pairs. Each of these pairs indicates a back connection from
the node to other nodes in the network along with the connection’s weight value.
Once the last connection has been encoded, the scheme places an end marker to
indicate the end of the node’s encoding.



The scheme has several advantages over others:

- Nodes can be encoded in any particular order, as their role within the net-
work is determined by their interconnecting links.

- The network structures may grow without restriction—any number of nodes

can be encoded along with their interconnections.

Links between nodes can cross layer boundaries. For instance, a node in the

input layer may link directly to a node in the output layer, even if there are

many layers between the two.

The system encodes individual weighting values as real numbers, which elim-

inates the ‘flattening’ of the learned weighting values which can occur when

real number values are forced into fixed bit-size number values.

The decoding mechanism must take the gene codes and generate neural net-
work data structures ready to be trained or tested. Any decoding mechanism em-
ployed must be robust and tolerate imperfect gene codes. A number of anomalies
may occur after networks have been crossed over:

- Data may occasionally appears between an end marker or start marker. In
such a circumstance the decoder ignores the data as it is no longer retrievable.

- It is possible that extra start or end markers be present within a node def-
inition. In such a case, two choices are possible: either the new marker and
its contents is ignored, or the previous section is ignored and the new one is
taken as valid. The current implementation follows the latter approach.

- A start marker may have no corresponding end marker or vice—versa. In such
a situation, the decoder ignores the entire section of the gene code.

4 Experiments

The problem set employed for these experiments was 5-bit parity. Each net-
work was exposed to 5-bit patterns and trained to determine the parity of each
pattern. The number of training iterations was also varied from 0, 10 and 100
iterations. The crossover rate was set to 0.75 and the mutation rate to 2%. Three
experiments were carried out in total with 500 networks in each generation for
600 generations. The general aim of these experiments was twofold: to demon-
strate the validity of the simulator and to ascertain how much the training or
learning process affects each population’s fitness. The experimental results are
shown in figure 2.

No training When the genetic algorithm is used in isolation without the help
of the learning process, the population’s fitness shows very little improvement
in the first 200 generations. There is then a slight increase in fitness leading to
further stagnation at around the 0.3 fitness level. The genetic algorithm alone is
unable to generate a successful population for this problem set.
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Fig. 2. Population Fitness For 0-100 Training cycles

10 Training Iterations The addition of training shows that even a modest
increase in the population’s individual learning capability, enables the simulator
to achieve very high levels of fitness. The fitness level ascends steadily to 0.85
before leveling out at nearly 0.9. At this level of fitness most individuals in the
population are capable of solving all 32 solutions in the 5—bit parity problem.

100 Training iterations Once the networks receive more training, the advan-
tages of the training process become obvious. The population’s fitness increases
along a steep curve before jumping 0.3 points in 100 generations. The curve then
levels out at around 0.95 - the highest level of fitness attained in this experiment
set.

5 Conclusion

The results achieved with the simulator seem to indicate that population learn-
ing alone is not capable of solving problems of a certain difficulty. Once lifetime
learning is introduced, the training process guides the population towards very
high levels of fitness. The fact that the population is capable of acheiving such
high levels from little training (in the case of the 10 Training iterations exper-
iment) shows that this approach should be capable of solving more complex
problems.
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